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ABSTRACT

This study presents MUMSPI, a model to evaluate the usability of a single-platform interface that
supports multi-tasking, compared to command line interface (CLI) in Big Data workflows. Eighty IT
participants performed the same tasks using Hadoop, Sqoop, and Python through two interfaces: the
Linux Terminal and Jupyter Notebook. Usability was measured across five dimensions such as
effectiveness, efficiency, learnability, robustness, and satisfaction. Results show that Jupyter
outperformed the Terminal in all areas, with higher task completion (85.18%), faster execution (38.33
minutes), fewer errors (35.12%), and better user satisfaction (SUS score: 70.31%). Overall MUMSPI
scores were 74.03% for Jupyter and 45.95% for the Terminal. These results confirm MUMSPI’s value
and support the use of integrated graphical environments for better usability, especially for users with
limited technical skills.

Keywords: Big Data tools usability; MUMSPI model; single-platform interface; Jupyter Notebook;
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1. Introduction

Big Data means data that is too large, fast, or complex for traditional tools, summarized as volume, velocity, and variety.
[1]. Big Data comes from social media, mobile devices, sensors, and scientific instruments, all generating large volumes
of real-time data. Apache Hadoop is an open-source framework for storing and processing large data sets across distributed
nodes using HDFS and MapReduce. It ensures fault tolerance through data replication and enables efficient, parallel data
analysis [2]. Apache Sqoop is a tool used to extract structured data from relational databases and load it into Hadoop
systems like HDFS, enabling fast data transfer and reuse in big data analysis [3]. Python is a high-level, open-source
language with clean syntax and built-in libraries, ideal for scientific and psychophysics applications [4].

1.1 Problem Statement

Most Big Data tools such as Hadoop, Sqoop, and Python use the command line interface to perform data processing tasks
such as importing data, managing directories, and handling file operations [5][6]. Linux terminals operate using the TTY
(teletypewriter) system, which allows only one foreground process per session. As Akesson notes [7], this single-task
design limits coordination in complex workflows. Managing separate processes across multiple windows for each task can
be fragmented and error-prone, especially in complex Big Data workflows with tools like Hadoop, Sqoop, Python, and so
on. Without centralized control, manual coordination reduces efficiency and poses challenges for users with limited
technical skills.

1.2 Research Objectives and Proposed Solution

To address this problem associated with single-task workflows in terminal-based Big Data environments, this research
introduces MUMSPI (Model for Usability Measurement of Single-Platform Interface), a structured model for measuring
the usability of Big Data user interfaces. The model is applied to compare a single-platform interface for working with
foreground multiple process per session, represented by Jupyter Notebook, with CLI for working with foreground a process
per session, represented by the Linux Terminal, in executing Big Data tools such as Hadoop, Sqoop, and Python. Jupyter
Notebook is a free, open source, web-based platform that combines code, output, and narrative in one environment. Popular
in data science, it supports multiple languages, remote data access, and integration with HPC and cloud systems for
interactive and reproducible workflows [8][9]. Jupyter Notebook supports over 40 languages, real-time execution, and
integrated code and documentation, making it ideal for collaboration and education [10]. Barba (2021) highlights its unified
interface and broad adoption in academia and industry due to its support for reproducibility and cloud or local execution
[11].

This study evaluates usability based on the MUMSPI model, which includes the following five key dimensions:

1. Effectiveness: Measures how accurately and completely users can accomplish tasks, particularly in workflows
involving multiple stages or tools.

2. Efficiency: Assesses the time, steps, and effort required to complete tasks, reflecting the system’s operational
smoothness.

3. Learnability: Evaluates how quickly new users can become proficient, including ease of onboarding and early
independence.

4. Robustness: Examines the system’s ability to prevent, detect, and recover from user errors during task execution.

5. Satisfaction: Measures users’ overall comfort, confidence, and preference, typically assessed using the System
Usability Scale (SUS) [12].

This applied research adopts an empirical, experimental, and mixed-methods approach to evaluate the usability of a single-
platform interface for Big Data workflows, using the proposed MUMSPI. The study involves 80 participants performed
basic analysis tasks using Hadoop, Sqoop, and Python in Linux Terminal and Jupyter. The results provide practical insights
into the usability benefits of unified interfaces, emphasizing Jupyter Notebook’s ability to simplify complex workflows
and reduce the challenges associated with traditional command line-based operations.

1.3 Research Contributions

The key contributions of this research are as follows:
e Proposes the MUMSPI Model, a structured framework for evaluating usability in Big Data environments across five
dimensions: effectiveness, efficiency, learnability, robustness, and satisfaction.
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e Compares CLI and GUI, using an empirical study with 80 participants to show how Jupyter Notebook, which supports
multi-tasking within a single-platform interface, improves usability over the traditional Linux Terminal that handles
only one task per session. This advantage enhances the execution of Hadoop, Sqoop, and Python workflows by
simplifying coordination and reducing errors.

o Demonstrates Integration Feasibility, showing that Jupyter Notebook can unify Hadoop, Sqoop, and Python into a
single-platform, simplifying complex tasks.

e  Supports Non-Technical Users, by reducing the learning curve and minimizing errors in multi-tool data analysis.

e Provides Empirical Usability Evidence, reinforcing the value of single-platform interfaces for more efficient and user-
friendly Big Data workflows.

2. Literature Review
2.1 Challenges of CLI in Big Data Tools

e Manual Complexity and Errors: CLI workflows in Big Data often require running multiple tasks manually, increasing
complexity and error risk. Even within single terminal sessions on platforms like AWS, VirtualBox, and HDP Sandbox,
the lack of a unified interface challenges users, especially those less familiar with the CLI [13].

o Disconnected Data Aggregation: Combining internal data with external sources like market trends or social media is
valuable but requires manual steps in command line environments. Without an integrated interface, this process is
harder to manage and more error-prone [14].

e Uncoordinated Data Transfers: Transferring large data across sensors, storage, cloud, and HPC systems is challenging
in command line environments. Users must manually handle transfers, compression, and preprocessing, making the
process slower and more complex without automation [15].

o No Workflow Awareness: Linux Terminal offer no visibility into overall workflows. Tasks must be run step by step
without system-level feedback, as seen in the CnW heading model on Ubuntu, increasing the risk of errors in complex
processes [16].

e Scripting Dependency and Lack of User-Friendly Support: Tools like PsyToolkit show the power of CLI scripting for
scientific tasks but also reveal usability issues. It requires command line compilation, manual script edits, and
integration with tools like R, making workflows fragmented and challenging for novice users in Big Data settings [17].

e Lack of Usability Evaluation in System Level Studies: Ali et al. (2018) compared Big Data frameworks like Hadoop,
Spark, and Flink in terms of scalability and performance but overlooked user interaction at the interface level. This
highlights a broader gap in system-level research, which often neglects usability and user-centered design in Big Data
tools [18].

2.2 Review of Single-Platform Interfaces for Multi-Tasking

e CloudDOE is a Java-based tool that simplifies Hadoop deployment and job execution via a graphical interface, making
it accessible to non-technical users. It supports bioinformatics tools, hybrid clouds, and reduces errors through
centralized control [19].

e Cloudera offers a GUI for managing Hadoop tasks like MapReduce and Spark without direct node interaction. It
integrates key components for easier workflow coordination and includes open-source tools for data management and
security [20].

e CMS employs containerized microservices to support scalable and parallel machine learning workflows. In this
system, trainers build models, lightweight prediction services handle inference, and an orchestrator manages updates,
functioning similarly to Cloudera’s integrated Big Data workflows [21].

e hCoCena runs all analysis steps in a single RStudio Docker session, enhancing usability and reproducibility by
avoiding tool switching during multitask workflows [22].

e Jupyter Notebook integrates code, data, and narrative in one platform, easing statistical learning and collaboration. It
replaces complex setups with an interactive, user-friendly interface for data analysis [23].

2.3 Jupyter as the Proposed Single-Platform Interface

Jupyter Notebooks support an interactive “write—evaluate—think” cycle, where users write code, see results instantly, and
refine their analysis. This enables exploratory thinking and promotes deeper understanding. By combining code, data,
visualizations, and explanations in one document, Jupyter makes workflows more reproducible, collaborative, and easier
to communicate, offering a more human-centered alternative to traditional command-line tools [24]. Jupyter Notebooks



Jordanian Journal of Informatics and Computing Vol.2026, No.1 ISSN: 2080-6826

provide a modular, browser-based interface that allows users to integrate code, data, and narrative text in a single document.
Jupyter Notebooks offer a modular, browser-based interface that combines code, data, and narrative, making them ideal
for complex, reproducible workflows in education and data-intensive fields like Earth Observation [25]. NGLview extends
this by enabling interactive molecular visualization within notebooks, supporting exploratory analysis through fast WebGL
rendering and a customizable interface [26]. Clarke et al. (2021) introduced Appyters, which turn Jupyter Notebooks into
web apps with form-based inputs, enabling non-programmers to run complex workflows. This improves usability, sharing,
and reproducibility via cloud execution and permanent URLSs [27]. Renz and Hilbig (2023) highlight Jupyter as a flexible
tool for digital assessment, combining code, media, and feedback to support personalized learning [28].

2.4 Usability Models and Evaluation Frameworks

Although usability research in data science has grown, there is limited evaluation of multi-tool, multi-language platforms
like those in Big Data workflows. Existing models offer useful foundations but often fall short for integrated environments
such as Jupyter Notebook. Key frameworks include Nielsen’s Heuristics, which emphasize learnability, efficiency, and
satisfaction [29]; 1SO 9241-11, which defines usability by effectiveness, efficiency, and user satisfaction in context [30];
and the System Usability Scale (SUS), a validated 10-item questionnaire for quick usability assessment [31]. These models
have been applied to evaluate tools like Jupyter in educational and analytical settings [28].

These models commonly assess five key dimensions:

o  Effectiveness: whether users can successfully complete their tasks [30]

Efficiency: how quickly and with how little effort tasks can be completed [30]

Learnability: how easily new users can understand and use the system [29]

Robustness: how well the system prevents, detects, and helps users recover from errors [29]
Satisfaction: the users’ overall comfort and satisfaction while using the tool [31]

MUMSPI builds on ISO 9241 11 [30], Nielsen’s heuristics [29], and the System Usability Scale [31], extending them to
complex Big Data environments. Unlike traditional models for single tools, MUMSPI evaluates integrated platforms like
Jupyter, addressing challenges in multi tool coordination, language diversity, and task complexity.

2.5 Research Gap

Most studies on Big Data frameworks focus on performance and architecture, with little attention to usability across
interface types. No empirical comparison has evaluated command-line setups like the Linux Terminal versus single-
platform like Jupyter Notebook. Existing usability models are also not designed for multi tool environments common in
data analytics. Specific gaps identified include:

e Absence of usability models designed to evaluate unified interface versus multiple terminal interfaces in Big Data
workflows

e Lack of comprehensive studies comparing the Linux Terminal to Jupyter Notebook using a structured usability model
across tools such as Hadoop, Sgoop and Python

e Limited empirical evidence measuring user experience across CLI and GUI in integrated analytics environments

3. Research Methodology
3.1 Overview the MUMSPI Model

To address these gaps, this study introduces MUMSPI, a model for evaluating Big Data tool usability across interfaces. It
focuses on five dimensions and compares command-line environments with single-platform like Jupyter Notebook. Figure
1 illustrates the structure of the proposed MUMSPI model, which is designed to evaluate the usability of Big Data tools
across different interface environments. The model is composed of three key components:

e MUMSPI Core Model: This component defines five key usability dimensions: effectiveness, efficiency, learnability,
robustness, and satisfaction. These dimensions guide the criteria used in the evaluation process.

e Evaluation Process: The model is empirically applied to compare usability between two interface types: command line
interfaces (Linux Terminal) and graphical platforms (Jupyter Notebook). The study involves 80 participants, each
performing basic data analysis using Jupyter to execute Hadoop, Sqoop, and Python command codes.
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e Output: The results of the evaluation reveal practical findings and impact, including improved usability in graphical
interfaces, greater accessibility for non-technical users, more integrated workflows, and empirical validation of the
MUMSPI model.

» Usability Dimensions:
 Effectiveness
s Efficiency
* Learnability
* Robustness
* Satisfaction

* Usability Comparison:

Evaluation * Single-task: Linux Terminal
* Multi task: Jupyter Notebook

Process * Empirical Experiment:
« 80 participants performing tasks with Hadoop, Sqoop, and Python

e Findings and Impact:
* Improved usability in GUI
Output  Support for non-technical users
* Better workflow integration
* Empirical evidence for MUMSPI model

Figure 1. MUMSPI Model: A usability evaluation framework for comparing CLI and GUI-based Big Data platforms.

The MUMSPI evaluates the usability of Big Data tools based on five key dimensions. Each dimension is assessed through
participant feedbacks during and after 2 practices. Usability performance is computed using a normalized scale (0 to 1) for
each dimension, and an overall MUMSPI score is calculated using the following MUMSPI formula:

ES+EY +LY + RS+ SN
MUMSPI = c x 100 1)

Where:

e ES = EffectivenesS score
e EY = EfficiencY score

e LY = LearnabilitY score
e RS = RobustnesS score

e SN = SatisfactioN score

3.2 Research Approaches

This study is classified as applied research and adopts a combination of three research approaches to ensure a

comprehensive usability evaluation using the MUMSPI model:

o Empirical Research [32]: Usability data were collected from 80 participants executing Hadoop, Sqoop, and Python
command codes via either the Linux Terminal and Jupyter Notebook.

o Experimental Research [33]: A controlled experiment assigned users to either a CLI or GUI condition.

e Mixed-Methods Research [34]: Combines quantitative task scores and qualitative feedback to assess usability using
the MUMSPI model, capturing both performance and user experience.

3.3 Participant Selection

To maintain statistical reliability for the usability evaluation under the MUMSPI model, the Yamane formula [35] was
applied with a 5% margin of error, resulting in a required sample size of 80 participants from an initial population of 100
IT practitioners. Participants were expected to perform basic Big Data analysis tasks using both via the Linux Terminal
and Jupyter, involving tools such as Hadoop, Sqoop, and Python. This technical background ensured that participants could
meaningfully engage in tasks required for assessing usability across the five MUMSPI dimensions. GitHub served as the
central public repository for storing the practice manuals and satisfaction survey. The repository, available at
https://github.com/datasciencesource/jupyter, ensures open access to the study’s resources. The repository contains the
following components:
e “Instruction 1 - Big Data Analytics Via Terminal in Ubuntu Linux.pdf”: How to perform Big Data tasks using the
Terminal interface in Ubuntu Linux.
e  “Instruction 2 - Big Data Analytics Via Jupyter in Ubuntu Linux.pdf”: How to perform the same Big Data tasks using
the Jupyter Notebook.
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e  MUMSPI_Usability_Survey Form.pdf: A form to evaluate and compare usability of the two methods (Terminal vs
Jupyter) based on user experience.
e Datasource.sav: An SPSS file that contains data collected from 80 respondents.

3.4 Environment Setup

The host and virtual machines were configured as specified in Tables 1 and 2 to support the measurement.

Table 1. Minimum system requirements

Table 2. Minimum virtual machine requirements

Configuration

Minimum Specification

Component Specification Parameter
Processor (CPU) Intel Core i5 or equivalent Operating system Ubuntu Linux 24.04
Memory (RAM) 8 GB CPU allocation 2 CPU Cores
Storage 100 GB available space RAM allocation 4 GB

Operating system

Microsoft Windows 10

Storage allocation

40 GB disk space

Pro

Installation mode

GUI mode (required)

Virtualization platform

VirtualBox

Snapshot management

System state backup and
restoration

Apache Hadoop Version 2.7.3
Apache Sqoop Version 1.4.7
Python Version 3.12.3
MariaDB Version 15.1

3.5 Prerequisites and Expected Outcomes

Table 3 compares the prerequisites and expected outcomes for performing Big Data tasks using the Terminal
versus Jupyter, highlighting similarities in requirements but differences in tools and learning environments.

Table 3. Prerequisites and expected outcomes for CLI versus GUI

Category Using Terminal Using Jupyter
(First Instruction) (Second Instruction)
Knowledge Understanding Linux command-line concepts Understanding Linux command-line concepts
required

Skills required

Ability to type and execute commands Big
Data tools

Ability to type and execute commands Big
Data tools

Learning material

Instruction 1 - Big Data Analytics Via
Terminal in Ubuntu Linux.pdf

Instruction 2 - Big Data Analytics Via Jupyter
in Ubuntu Linux.pdf

Internet access Required Required
Tool used Terminal Jupyter
Facilitator Required Required
assistance

Evaluation method

Big Data Analytics Via Terminal in Ubuntu
Linux

Big Data Analytics Via Jupyter in Ubuntu
Linux

Time required

60 minutes

60 minutes

Expected outcome

Demonstrate proficiency in using Big Data
commands in Terminal

Demonstrate proficiency in using Big Data
commands in Jupyter

3.6 Data Collection Process and Analysis

Data were collected from 80 IT practitioners who completed Big Data tasks using two interfaces: the Linux Terminal
(Instruction 1) and Jupyter Notebook (Instruction 2). Tasks involved running Hadoop, importing data via Sqoop, cleaning
and analyzing data with Python. Participants followed predefined steps in a VirtualBox Ubuntu environment, with 60
minutes allocated per task. Usability was assessed using the MUMSPI Usability Survey Form, covering five dimensions.
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Quantitative data included task time, error counts, and System Usability Scale (SUS) scores. Qualitative feedback was
gathered through open-ended survey responses. Data were analyzed using normalized scoring and statistical tests.

4. Analysis and Findings
4.1 Quantitative Comparison
(A) Effectiveness Comparison

Figure 2 illustrates the comparison between Terminal and figure 3, Jupyter users in response to the question: "Q1.1 Did
you complete the main task?" Among Terminal users, only 2.5% reported full task completion, 82.5% completed the task
partially, and 15% could not complete it. In contrast, Jupyter users showed stronger task performance, with 37.5% fully
completing the task, 42.5% partially completing it, and 20% failing to complete the task. These findings show that while
most Terminal users were only able to partially complete the task, the Jupyter interface enabled a greater percentage of
users to fully complete the task. This suggests higher effectiveness in Jupyter’s guided, integrated environment, where
inline outputs and modular workflows may have contributed to improved task clarity and execution.

Q1.1 Did you complete the main task? Q1.1 Did you complete the main task?

100 50

Percent
Percent

©

0"

Yes, completely Partially Mo, | could not complete it Yes, completely Partially Mo, | could not complete it

Q1.1 Did you complete the main task? Q1.1 Did you complete the main task?

Figure 2. Responses from participants using the Terminal. Figure 3. Responses from participants using the Jupyter.

Table 4 shows task completion estimates. Terminal users had a mean of 72.53% (SD = 21.11, range = 88.0), indicating
varied performance. Jupyter users showed a higher mean of 85.18% (SD = 8.85, range = 26.0), reflecting more consistent
and effective task execution. These results align with Q1.1, confirming Jupyter’s advantage in usability.

Table 4. Descriptive statistics for estimated task completion percentage (Q1.2) across Terminal and Jupyter interfaces

Interfaces N Range Minimum  Maximum Mean Std. Deviation
Terminal 40 88.0 12.0 100.0 72.525 21.1138
Jupyter 40 26.0 74.0 100.0 85.175 8.8459

(B) Efficiency Comparison

Table 5. Descriptive statistics for time to complete the task (Q2.1) across Terminal and Jupyter interfaces

Interfaces N Range Minimum  Maximum Mean Std. Deviation
Terminal 40 30.0 31.0 61.0 49.725 7.1432
Jupyter 40 27.0 28.0 55.0 38.325 7.4949

Table 5 shows task completion times. Terminal users averaged 49.73 minutes (SD = 7.14), while Jupyter users were faster
at 38.33 minutes (SD = 7.49). With similar variability, these results suggest that Jupyter’s integrated interface improves
task efficiency over the command line in Big Data workflows.
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Table 6 compares interaction counts. Terminal users averaged 31.38 commands (SD = 3.08), while Jupyter users needed
fewer steps, averaging 23.73 clicks (SD = 2.50). This suggests Jupyter’s structured, cell-based design simplifies task
execution, contributing to faster completion and fewer errors than the command line.

Table 6. Descriptive statistics for number of commands or clicks used (Q2.2) across Terminal and Jupyter interfaces

Interfaces N Range Minimum  Maximum Mean Std. Deviation
Terminal 40 12.0 24.0 36.0 31.375 3.0775
Jupyter 40 8.0 20.0 28.0 23.725 2.5012

Figures 4 and 5 show responses to “Q2.3 How difficult was the task?” Only 2.5% of Terminal users rated it Easy, while
most found it Neutral to Very Difficult. In contrast, 65% of Jupyter users rated the task Easy or Very Easy. These results
highlight Jupyter’s user-friendly design, which reduces difficulty and supports users with limited command line experience.

Q2.3 How difficult was the task? Q2.3 How difficult was the task?

Percent
Percent

.
Easy Neutral Difficult Very difficult Very easy Easy Meutral Difficult
Q2.3 How difficult was the task? Q2.3 How difficult was the task?
Figure 4. Task Difficulty Using Terminal. Figure 5. Task Difficulty Using Jupyter.

(C) Learnability Comparison

Table 7 shows first attempt completion times. Terminal users averaged 18.48 minutes (SD = 2.63), while Jupyter users
were faster at 13.95 minutes (SD = 2.72). This suggests quicker adaptation to Jupyter’s structured interface, supporting
faster and more efficient initial task performance.

Table 7. Time to Complete First Task Attempt (Q3.1) Across Terminal and Jupyter Interfaces

Interfaces N Range Minimum  Maximum Mean Std. Deviation
Terminal 40 11.0 12.0 23.0 18.475 2.6311
Jupyter 40 10.0 10.0 20.0 13.950 2.7170

Figures 6 and 7 show responses to “Q3.3 Did you need help to complete the task?” Most Terminal users (72.5%) needed a
lot of help, while only 10% completed the task independently. In contrast, Jupyter users showed greater independence, with
27.5% completing the task on their own. These results suggest Jupyter’s structured, interactive interface improves
learnability and reduces reliance on assistance.
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Q3.3 Did you need help to complete the task? Q3.3 Did you need help to complete the task?

Percent
Percent

Yes, | needed a lot of help Some help was needed No, | did it myself

Yes, | needed a lot of help Some help was needed No, | did it myself
Q3.3 Did you need help to complete the task? Q3.3 Did you need help to complete the task?

Figure 6. Help Required to Complete the Task Using Figure 7. Help Required to Complete the Task Using
Terminal. Jupyter.

(D) Robustness Comparison

Table 8 shows error rates during task completion. Terminal users had a higher mean error rate of 45.85% (SD = 21.06),
while Jupyter users averaged 35.13% (SD = 14.87). The lower and more consistent error rates in Jupyter suggest its
structured interface and feedback help users avoid and correct mistakes more effectively.

Table 8. Percentage of Errors Encountered During the Task (Q4.1) Across Terminal and Jupyter Interfaces

Interfaces N Range Minimum  Maximum Mean Std. Deviation
Terminal 40 64.0 12.0 76.0 45.850 21.0574
Jupyter 40 46.0 8.0 54.0 35.125 14.8707

Figures 8 and 9 show responses to “Q4.2 Were you able to fix or recover from the errors?” Only 17.5% of Terminal users
fully recovered, compared to 22.5% of Jupyter users. Both groups had 52.5% partial recovery, but Jupyter users had a lower
failure rate. These results suggest Jupyter's structured, feedback-rich interface supports better error recovery.

Q4.2 Were you able to fix or recover from them?

Q4.2 Were you able to fix or recover from them?

Percent
Percent

Yes, fully Partially MNo Yes, fully Partially No
Q4.2 Were you able to fix or recover from them? Q4.2 Were you able to fix or recover from them?
Figure 8. Ability to Recover from Errors Using Terminal. Figure 9. Ability to Recover from Errors Using Jupyter.

Figures 10 and 11 show responses to “Q4.3 How clear was the system’s feedback?” Terminal users rated feedback poorly,
with 65% disagreeing or strongly disagreeing. In contrast, most Jupyter users were Neutral (75%), with 17.5% agreeing it
was clear. These results suggest Jupyter offers clearer, more interpretable feedback than the Terminal interface.
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Q4.3 How clear was the system’s feedback or error messages? Q4.3 How clear was the system's feedback or error messages?

Percent
Percent

o0
oo

Strongly Disagree Disagree Neutral Agree Disagree Neutral Agree Strongly Agree

Q4.3 How clear was the system's feedback or error messages? Q4.3 How clear was the system's feedback or error messages?

Figure 10. Clarity of System Feedback or Error Figure 11. Clarity of System Feedback or Error
Messages Using Terminal. Messages Using Jupyter.

(E) Satisfaction Comparison

Table 9 shows that Jupyter users reported significantly higher satisfaction than Terminal users. Specifically, 29 Jupyter
users agreed or strongly agreed they would like to use the system frequently (Q5.1a), compared to only 2 Terminal users.
While most Terminal users rated the system as complex and hard to use (Q5.1b, Q5.1h), Jupyter users consistently reported
ease of use, better integration, and confidence while interacting with the system.

The SUS scores further highlight this contrast:
e Jupyter scored 70.31, reflecting marginally acceptable usability,
e  Terminal scored only 30.00, which falls well below usability thresholds [31].

These results are based on standardized item scoring, with positively worded items (Q5.1a, ¢, €, g, i) and negatively worded
items (Q5.1b, d, f, h, j) adjusted before summation, following Brooke’s SUS methodology [31].

Table 9. System Usability Scale Responses (Q5.1) Comparing Terminal and Jupyter Interfaces

System Usability Scale & Feedback Strongly Dis- Neutral ~ Agree  Strongly  Adjusted
* 40 Responses on Terminal (T.) Disagree  agree Agree Total
* 40 Responses on Jupyter (J.)

T J T J T J T J T J T J.

a. | think that I would like to use this system 8 0 18 4 2 7 2 25 0 4 23 109
frequently.

b. I found the system unnecessarily complex. 0 5 2 26 4 6 18 2 16 1 58 112

c. | thought the system was easy to use. 17 0 18 4 2 5 3 29 0 2 20 109

d. I think 1 would need the support to use this 0 15 3 16 9 9 21 O 7 0 49 109
system.

e. | found the functions well integrated. 8 0 17 5 14 6 1 19 0 10 60 114
f. I thought there was too much inconsistency. 0 7 1 15 8 16 16 2 15 0 54 111
g. Most people would learn this system quickly. 7 0 18 1 14 10 1 26 0 3 31 118
h. I found it very cumbersome to use. 0 14 1 19 9 7 19 O 11 0 55 109
i. | felt confident using the system. 5 3 18 2 16 17 1 14 0 4 32 113
j. | need to learn a lot before following the 0 9 2 18 12 13 19 O 7 0 52 114

instruction.
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4.2 Qualitative Feedbacks

To complement the quantitative results, qualitative feedback was collected from five open-ended questions (Q1.3, Q2.5,
Q3.4, Q4.4, and Q5.2), with responses provided by all 80 participants. The first 40 responses were from users who
performed tasks using the Terminal, and the remaining 40 were from those who used the Jupyter. Responses were analyzed
using thematic coding, identifying recurring themes reflecting user challenges, learning behaviors, and task perception.

(A) Terminal Interface
Participants using the Terminal interface frequently expressed difficulties related to technical execution, learning curve,

and system feedback. These patterns highlight the complexity and fragility of CLI-based workflows, especially for users
unfamiliar with sequential commands and error handling in a terminal environment.

Table 10. Thematic Coding of Terminal User Feedback (Q1.3, Q2.5, Q3.4, Q4.4, Q5.2)

Theme Description Frequency (out of 40)

Data handling Issues with file imports, HDFS commands, or path navigation. 8

Output confusion Difficulty interpreting command-line output or system response. 6

Learning curve Needing help, struggling with commands, or trial-and-error 7
behavior.

Error recovery Inability to correct mistakes without restarting. 4

Other General frustrations or vague complaints not tied to specific 5
features.

(B) Jupyter Notebook Interface

Jupyter users reported a more seamless and user-friendly experience, highlighting clarity, integration, and confidence. In
contrast, the Terminal interface caused more confusion and errors due to higher cognitive load. These findings support
Jupyter’s usability strengths and validate the MUMSPI model’s focus on effectiveness, efficiency, and learnability.

Table 11. Thematic Coding of Jupyter User Feedback (Q1.3, Q2.5, Q3.4, Q4.4, Q5.2)

Theme Description Frequency (out of 40)
Clarity and Clear output presentation and inline visual feedback. 10
feedback
Ease of use Smooth navigation, minimal learning curve. 9
Reduced errors Fewer mistakes and easier recovery due to code cells and structured 6

layout.
Task continuity Ability to follow tasks from top to bottom without losing context. 7
Other Praise for the open format or suggestions for minor improvements. 8

4.3 Comparative Discussion

A comparative analysis of the five MUMSPI dimensions in table 12 shows that Jupyter consistently outperforms the
Terminal interface across all usability metrics:

Effectiveness: Jupyter users achieved a higher task completion rate (85.18%) compared to Terminal users (72.53%).
Efficiency: Jupyter users completed tasks faster (38.33 minutes) than Terminal users (49.72 minutes).

Learnability: Fewer interactions were needed in Jupyter (13.95) than in Terminal (18.48), suggesting easier learning.
Robustness: Jupyter users encountered fewer errors (35.12%) than Terminal users (45.85%).
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e Satisfaction: Jupyter scored significantly higher on the SUS scale (70.31) than Terminal (30.00), indicating better
overall user satisfaction.

Table 12. Thematic Coding of Terminal User Feedback (Q5.2)

Usability Dimension Associated Question Terminal Score Jupyter Score
Effectiveness (ES) Q1.2 (% Completion) 72.53 85.18
Efficiency (EY) Q2.1 (Time in min) 49.72 38.33
Learnability (LY) Q3.1 (Clicks/Steps) 18.48 13.95
Robustness (RS) Q4.1 (% Errors) 45.85 35.12
Satisfaction (SN) Q5.1 (SUS Score) 30.00 70.31

4.4 Usability Score Comparison Using the MUMSPI Model

The MUMSPI model provides an overall usability score by averaging normalized values across five dimensions. Each
score was normalized on a 0 to 1 scale, with higher values indicating better usability. Using the formula (1) and Inverse
Min-Max formula [36] of hormalized scale in Section 3.1, Jupyter achieved a MUMSPI score of 74.03%, outperforming
Terminal’s 45.95%. These results indicated the superior usability of single-platform interface like Jupyter, particularly for
non-technical users in Big Data tasks.

Table 13. Usability Score Comparison Using the MUMSPI Model

Interface ES EY LY RS SN MUMSPI Score

Formula  Direct % from Inverse Min- Inverse Min- Inverse Min- SUS+100 Formula (1)
Q1.2/100 Max from Q2.1  Maxfrom Q3.1 MaxfromQ4.1 (Q5.1)

Terminal 0.7253 0.3427 0.5760 0.3537 0.3000 45.95%

Jupyter 0.8518 0.7223 0.8025 0.6220 0.7031 74.03%

5. Conclusion

The results show that single-platform interface as Jupyter Notebook significantly outperforms the Terminal interface.
Jupyter users achieved higher task completion (85.18%), faster execution (38.33 minutes), fewer errors (35.13%), and
greater satisfaction (SUS score: 70.31%). In contrast, Terminal users performed less effectively across all dimensions. The
MUMSPI score for Jupyter was 74.03%, compared to 45.95% for the Terminal. These findings discover the usability
benefits of graphical, single-platform interfaces like Jupyter, particularly for nontechnical users. The MUMSPI model
effectively captured both performance and perception, supporting its value for evaluating usability in Big Data
environments. Jupyter Notebook is therefore recommended as the preferred interface for educational and analytical
workflows. Future research may extend this work by evaluating hybrid or adaptive interfaces and including security or
performance as additional usability dimensions.
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