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A B S T R A C T 

Cipher text-Policy Attribute-Based Encryption is an access control technique widely used in cloud 

computing for enforcing data access policies based on attributes. However, existing Cipher text-Policy 

Attribute-Based Encryption schemes suffer from an issue of user’s privacy leakage and increasing 

cipher text size as the number of attributes in the access policy grows, leading to computational 

overheads and security vulnerabilities. In this research, we propose a modified Cipher text-Policy 

Attribute-Based Encryption scheme that addresses both privacy preservation and the problem of 

increasing cipher text size. Our system achieves a significant reduction in cipher text size, regardless of 

the number of user-given attributes, thereby ensuring efficiency and enhancing data privacy. We 

accomplish this by implementing an access policy hiding mechanism that conceals the attribute location 

and adapting OptiSize Text to eliminates redundant text in input files. Experimental results demonstrate 

the effectiveness of our proposed system in overcoming challenges related to data privacy and 

computational overheads. By significantly reducing encryption time and cipher text size, our scheme 

improves efficiency and enhances the security of cloud computing applications. 
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1. Introduction  

The integration of cloud computing has revolutionized data storage and sharing by offering scalability and convenience. 

Cloud storage enables organizations and individuals to store vast amounts of data on remote servers, ensuring accessibility 

from any device, anywhere. However, this convenience comes with significant risks. Relying on cloud service providers 

(CSPs) raises concerns about data security, privacy breaches, and unauthorized access—particularly in multi-tenant 

environments where resources are shared among multiple users. Ensuring data confidentiality and integrity is essential to 

maintaining trust in cloud services. 

 

Access control serves as a fundamental defense mechanism in cloud computing by regulating user privileges. An access 

control system defines rights, permissions, and privileges for authorized users based on predefined security policies (Kahani 

et al., 2016; Vijayalakshmi & Jayalakshmi, 2021; Younis et al., 2014). Its primary objective is to prevent unauthorized 

access and restrict users to permitted tasks. Various access control models achieve this, as illustrated in Figure 1. 

 

 

 
 

Figure 1. Access Control 

Traditional access control models such as Role-Based Access Control (RBAC), Discretionary Access Control (DAC), and 

Mandatory Access Control (MAC) have been widely implemented (Vijayalakshmi & Jayalakshmi, 2021; Younis et al., 

2014). However, these models often fail to address the diverse security challenges of cloud computing, including multi-

tenant hosting and heterogeneous security policies. As a result, modern access control mechanisms are needed to effectively 

mitigate cloud security risks (Lopez & Rubio, 2018). 

As highlighted by Narasingapuram & Ponnavaikko (2021), cloud access control is a critical decision for organizations, as 

it heavily depends on infrastructure and data security. However, access control alone is insufficient for comprehensive data 

protection. A combination of security mechanisms is required to create a secure data-sharing environment. Ciphertext-

Policy Attribute-Based Encryption (CP-ABE) stands out as a cryptographic technique that ensures both privacy and fine-

grained access control in cloud computing. 

CP-ABE associates ciphertexts with attribute-based access policies, while user private keys correspond to attribute sets. 

Initially introduced by Goyal et al. (2006) for managing cloud data access, CP-ABE was later refined by Bethencourt et al. 

(2007) to improve data-sharing efficiency between owners and users. This approach enables data owners to define access 

policies for encrypted data, ensuring that only authorized users can decrypt it. However, a major drawback of CP-ABE is 
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that access policies are typically transmitted in plaintext, creating security risks. Malicious users could exploit this 

information to infer attributes and potentially gain unauthorized access. To address this vulnerability, researchers have 

proposed enhanced CP-ABE schemes (Edemacu et al., 2020; Khuntia & Kumar, 2018; R. Zhang et al., 2017; Z. Zhang et 

al., 2021; Zhao et al., 2022). 

Yan et al. (2017) emphasize that while CP-ABE has significantly improved secure data sharing, privacy concerns persist 

due to plaintext access policies. These policies expose sensitive details to authorized entities, potentially leading to misuse. 

To mitigate this issue, encryption schemes must conceal both the message and access policy details, ensuring 

comprehensive privacy protection for data owners and users. 

However, enhanced security often comes at the expense of performance. As noted by P et al. (2018), CP-ABE faces 

efficiency challenges, including storage, communication, and computational overheads. Key factors affecting efficiency 

include the size of public and secret keys, as well as ciphertext size. Susilo et al. (2018) explain that ciphertext size in CP-

ABE depends on the number of attributes in the access policy. As policies grow, ciphertext size increases, leading to higher 

transmission overhead and storage requirements. This research aims to design a CP-ABE scheme that reduces storage costs 

by generating shorter ciphertexts. 

Ensuring the security of cloud storage requires robust encryption mechanisms and effective access control measures to 

prevent unauthorized access and mitigate data breaches. CP-ABE has emerged as a promising cryptographic solution that 

enables fine-grained access control by associating data access policies with ciphertext. This approach ensures that only 

users with attributes satisfying the specified policy can decrypt the data. However, existing CP-ABE schemes often expose 

access policies in plaintext, leading to privacy vulnerabilities. Additionally, inefficiencies in storage and computational 

overheads limit the scalability of CP-ABE implementations. 

The key contributions of this paper are as follows 

 1. Introducing an access policy hiding scheme that leverages logical connective operations to enhance user privacy while 

improving encryption efficiency, even in the presence of security attacks. 

2. Proposing a scheme called OptiSize to reduce ciphertext size and eliminate excessive data inconsistencies in files. By 

optimizing data structures, this scheme minimizes storage costs and transmission overhead, thereby improving the overall 

effectiveness of CP-ABE. 

The paper is structured as follows: Section 2 reviews related work, while Section 3 presents preliminary studies. Section 4 

discusses the CP-ABE system model, followed by Section 5, which details the proposed CP-ABE scheme. Section 6 

describes the experimental configuration, and Section 7 provides evaluation and implementation details. Finally, Section 8 

concludes the paper and outlines future research directions. 

 

2. Related Works 

In classical Attribute-Based Encryption (ABE), the access policy associated with an encrypted message is often transmitted 

in an unencrypted format, making it vulnerable to unauthorized access. This exposure allows malicious parties to extract 

attribute details from the access policy and potentially disclose sensitive information. To address this issue, several 

researchers (Bethencourt, Sahai, et al., 2007; X. Liu et al., 2018; L. Zhang et al., 2020) have developed novel ABE systems. 

One such system is Ciphertext-Policy Attribute-Based Encryption (CP-ABE), introduced by X. Liu et al. (2018), which 

enables fine-grained data access control in cloud environments. CP-ABE has also been proposed by Sabitha & Rajasree 

(2017) and L. Zhang et al. (2020) as a mechanism to improve data-sharing efficiency, allowing data owners to define 

encryption policies that restrict access to authorized users only. 

 

However, as noted by Ramachandra et al. (2017), while many CP-ABE schemes successfully facilitate secure and efficient 

data sharing, they often overlook the privacy concerns of data owners and consumers. To mitigate these issues, several 

researchers have introduced enhancements to CP-ABE. Nishide et al. (2008) proposed a policy-hiding CP-ABE solution 

that achieves security under the Random Oracle Model (ROM), based on the Decisional Bilinear Diffie-Hellman (DBDH) 

and Decisional Linear assumptions. However, this scheme only provides selective security, limiting its applicability. 

 

To achieve full security against adaptive adversaries, Phuong et al. (2016a), Y et al. (2016), L. Zhang et al. (2020), and Y. 

Zhang et al. (2018) designed CP-ABE solutions based on composite-order groups, ensuring stronger security guarantees 
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under new cryptographic assumptions. Nevertheless, the schemes proposed by Phuong et al. (2016a) and Y et al. (2016) 

support only AND-gate policies, restricting their expressiveness. Additionally, these schemes employ a small-universe 

construction, where ciphertext size scales linearly with the total number of attributes. To enhance policy expressiveness, 

Cui et al. (2018) developed a CP-ABE scheme incorporating Linear Secret Sharing Schemes (LSSS). They claimed that 

their scheme is both secure and practical. However, their analysis lacks a thorough comparative evaluation with existing 

works, making it difficult to assess its true effectiveness. 

 

A critical aspect of CP-ABE is the efficiency of the decryption process, which has become a major research focus. To 

address this, various schemes have been proposed to accelerate decryption. H. Li et al. (2017) introduced a CP-ABE scheme 

that prioritizes attribute privacy protection while maintaining decryption efficiency. Their approach implements a policy-

hiding mechanism, where attribute matching occurs before decryption, reducing computational overhead. However, their 

scheme does not provide fully secure anonymous CP-ABE, leaving room for potential privacy risks. 

 

In contrast, Wang et al. (2018) proposed a CP-ABE scheme optimized for lightweight decryption on mobile devices. Their 

model ensures that neither the data server nor the data management server can decrypt ciphertext unless a user meets the 

access control conditions. This approach enhances security by preventing unauthorized access while ensuring decryption 

remains computationally feasible for resource-constrained devices. Meanwhile, Y. Zhang et al. (2018) introduced a large-

universe CP-ABE scheme with policy hiding, improving both expressiveness and computational efficiency. Their model 

supports LSSS policies and reduces computational overhead by requiring only two bilinear pairings for attribute matching. 

The security of their scheme has been rigorously demonstrated in standard cryptographic models. 

 

Beyond traditional CP-ABE applications, researchers have explored policy-hiding CP-ABE for cloud-based IoT systems. 

Hao et al. (2019) developed a scheme aimed at providing fine-grained access control with fully concealed attributes. They 

introduced a fuzzy attribute positioning mechanism based on garbled Bloom filters, enabling efficient attribute retrieval 

and ciphertext decryption for authorized users. However, their performance evaluation was limited, relying only on 

simulations of encryption and decryption algorithms using four elliptic curves. 

 

Further extending CP-ABE for IoT, Yin et al. (2022) designed a policy-hiding attribute-based encryption scheme with 

keyword search for Cloud-assisted IoT systems. Their scheme, constructed using prime order groups, offers a practical and 

secure solution suitable for real-world implementation. However, it is limited to static data handling, which may constrain 

its applicability in dynamic IoT environments. 

 

Despite these advancements, existing CP-ABE schemes with policy hiding still face performance challenges. While they 

provide strong data security and privacy, many suffer from high storage and computational overheads, limiting scalability. 

As a result, further research is needed to optimize CP-ABE implementations by reducing ciphertext size and computational 

complexity. Achieving an optimal balance between security, storage efficiency, and computational performance remains a 

crucial challenge for CP-ABE, particularly in large-scale cloud environments. 

 

3. Preliminaries 
 

In this section, basic knowledge in CP-ABE is presented.  

 

3.1 Bilinear Pairing 

 

In the CP-ABE, a composite order bilinear group with a distinct prime 𝑁 is utilized to generate the public key. This approach 

is adopted from the work of L. Zhang et al. (2019). The generation of the public key involves the use of bilinear pairings. 

The algorithm takes an input of 1 𝜆 where 𝜆 represents the security parameter, and produces a tuple denoted as (𝔾, 𝔾T, 

ℯ, 𝑝₁, 𝑝₂, 𝑝₃, 𝑝₄). The cyclic group 𝔾 and 𝔾𝑇 have an order of N= 𝑝₁𝑝₂𝑝₃𝑝₄, and the mapping function 𝑒: 𝔾 x 𝔾 → 𝔾𝑇, 

satisfies properties:  

 

 Bilinearity: ∀𝑔, 𝑦 ∈  𝔾 and 𝑑, 𝑤 ∈  ℤ𝑁 where  ℯ(𝑔𝑑 , 𝑦𝑤) =  ℯ(𝑔, 𝑦)𝑑𝑤 

 Non-degenerate: ∃𝑔 ∈ 𝔾 such that ℯ(𝑔, 𝑔) has order 𝑁 in 𝔾 

 Computable: the value of ℯ can be efficiently computed.  
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It is crucial for the computable ℯ pairing function to be effective, as this ensures that the implementation of a device utilizing 

e is fast enough to avoid any noticeable delays for system users (Lynn, 2007). 

 

3.2 Linear Secret Sharing Scheme 

In CP-ABE, the access policy for encrypted data is defined using Linear Secret Sharing Scheme (LSSS). LSSS is a scheme 

that divides a secret into multiple shares, allowing the original secret to be reconstructed using a specific combination of 

shares. In the context of CP-ABE, the access policy is presented as a Boolean expression of attributes. LSSS is employed 

to convert this expression into a set of access structures, each associated with a set of shares. These shares are then used to 

encrypt the data, such that a user possessing the shares associated with an access structure can decrypt the data. The use of 

LSSS in CP-ABE enables fine-grained access control over encrypted data, allowing data owners to specify complex access 

policies based on a user's attributes. Specifically, the access policy is defined using a policy matrix, where each row in the 

matrix is mapped to an attribute using a function denoted by (Y. Zhang et al., 2018). In this scheme, the presence of an 

attribute universe was denoted as 𝐴𝑈, which has 𝑛 categories of attributes. Below is the LSSS concept: 

 

Definition 1 (LSSS): Let 𝐴𝑈 =  (𝐴𝑡𝑡1,  𝐴𝑡𝑡2, 𝐴𝑡𝑡3, … ,  𝐴𝑡𝑡𝑛), where each attribute 𝐴𝑡𝑡𝑛 consists of an attribute name and 

attribute values. The attribute values can be represented as 𝐴𝑉𝑥 = {𝜉𝑥,1, 𝜉𝑥,2, 𝜉𝑥,3, … , 𝜉𝑥,𝑛𝑥}. Additionally, let 𝑨 =
𝑙 x 𝑛

ℤ𝑝
 

denote the share-generating matrix, where each row in 𝐴 corresponds to a mapping of an attribute name index denoted as 

𝜌. LSSS comprises the following two algorithms: 

 

Secret share: The secret shared, 𝑠 ∋  ℤ𝑝 and the value 𝜆𝑥 is computed for each row 𝐴𝑥  of  𝑨, where 𝑉 = (𝑠, 𝑦2, 𝑦3, … , 𝑦𝑛) −∈

𝑅ℤ𝑝
𝑛 and 𝑦2, 𝑦3 , … , 𝑦𝑛 are chosen randomly from ℤ𝑝. Hence, the secret share value is given  𝜆𝑥 =  𝐴𝑥 × v. 

 

Secret Construction: This algorithm takes as input the secret shares {𝜆𝑥} and a set 𝑃 containing the authorized attribute 

name index. It sets 𝐼 = {𝑥|𝜌(𝑥) ∈ 𝑃} ⊆ {1, 2, . . . , 𝑙}, where 𝜌(𝑥) denotes the mapping of attribute name index 𝑥. The 

algorithm futher computes the constant {𝜔𝑥}𝑥∈𝐼 such that ∑𝑥∈𝐼𝜔𝑥𝐴𝑥 = (1, 0, 0, … , 0). Finally, the secret 𝑠 is reconstructed 

by 𝑠 = ∑𝑥∈𝐼𝜔𝑥𝜆𝑥. 

 

Similar to the approach proposed by L. Zhang et al., (2019), our scheme utilizes LSSS matrices constructed over ℤ𝑁. In 

our proposed scheme, the user's attribute is denoted as 𝑆 = (𝐵𝑠, 𝐽𝑠), where 𝐵𝑠, ⊆ ℤ𝑁 representing the attribute name index, 

and 𝐽𝑠 = {𝑙𝑥 , 𝑖}𝑥 ⊆  𝐵𝑠 represent the attribute value set. We denote the access policy 𝔸 = (𝑨, 𝜌, 𝒯) where  𝒯 represent the 

attribute value for each row of A. Specifically, 𝒯 = (𝑡 ρ(1), 𝑡ρ(2), 𝑡ρ(3), … , 𝑡ρ(𝑙))(𝑡ρ(x) ∈ 𝐴𝑉ρ(x)). For 𝑆 satisfies 𝔸, there a 

must exits a 𝐼 ⊆ {1, 2, … , 𝑙} satisfying (𝐴, 𝜌), {𝜌(𝑥)|𝑥 ∈ 𝐼} ⊆  𝐵𝑠 and 𝑙𝜌(𝑥) =  𝑡 ρ(𝑥)∀𝑥 ∈ 𝐼. 

 

4. The System Model and Security Assumption of Ciphertext Policy Attribute based Encryption  

In this section,we present the system model, and security requirement and assumption for CP-ABE proposed in this paper. 

 

4.1 System Model 

 

The system model as in Figure 3 includes the following entities: Data Owner, Data User, Attribute Authority and Cloud 

Service Provider.  
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Figure 3. System Model 

 

4.1.1 Data Owners 

 

The Data Owner is responsible for uploading files into the system for encryption. Before encryption, the files undergo 

an optimization process (OptiSize) to minimize their size, reducing storage and transmission overhead. The ciphertext and 

the access policy, defined by the Data Owner, are then stored in the Cloud for controlled access. 

 

4.1.2 Data User 

 

A Data User requests access to the encrypted data stored on the Cloud. Each user possesses a secret key, issued by 

the Attribute Authority (AA), containing their attributes. Decryption is permitted only if the user’s attributes satisfy the 

access policy defined by the Data Owner. Otherwise, the ciphertext remains inaccessible. 

 

4.1.3 Attribute Authority  

 

The Attribute Authority (AA) is responsible for issuing encryption and decryption credentials (secret keys) to both Data 

Owners and Data Users. The Data Owner submits a set of attributes to the AA, which then generates a secret key for 

encrypting the data. The ciphertext, along with the access policy, is stored in the Cloud after encryption. 

For decryption, Data Users must present their attributes to the AA for verification. If the attributes match the policy set by 

the Data Owner, the AA provides the necessary decryption credentials, enabling data access. 

4.1.4 Cloud Server 
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The Cloud offers scalable storage and facilitates data sharing among authorized users. However, as an untrusted third-party 

service provider, it introduces security risks, including potential unauthorized access or data exploitation. This necessitates 

robust encryption mechanisms to ensure data confidentiality and integrity. 

4.2 Security Requirement and Assumption 

Within this section, we delve into the security requirements and underlying assumptions of the CP-ABE scheme. Our 

exploration encompasses a comprehensive discussion of various assumptions and security needs. Additionally, we provide 

an in-depth examination of the proposed Access Policy Hiding (APH) in CP-ABE, emphasizing its security model and 

analysis 

- Security Requirement of the proposed CP-ABE are explained below:  

 Confidentiality: To achieve this goal, measures are implemented to prevent unauthorized users from accessing the 

encrypted data, allowing only those who meet the access policy criteria to utilize the encryption module. Furthermore, data 

confidentiality is maintained by implementing safeguards that prohibit entities, including CSPs, from gaining access to or 

reading any information from the encrypted data.  

 Fine-grained access control : The privilege of retrieving data on the Cloud is not uniformly granted to all users. Instead, 

it is contingent upon their level of involvement or responsibility. Consequently, in this study's security solution, users are 

assigned distinct access privileges that align with the access policy defined by the Attribute Authority (AA). As a result, 

all attributes must align with the user's access policy structure in order to access the required information. 

- There are different assumptions for the proposed CP-ABE scheme, as explained below: 

1.The Cloud server is primarily responsible for executing assigned tasks; however, it possesses an inherent curiosity 

regarding confidential information associated with the data and its users. However, the system incorporates cryptographic 

access control mechanisms that enforce access policies directly within the ciphertext. This ensures that the Cloud server is 

prevented from intervening or accessing the data, maintaining the integrity and privacy of the system. 

2. The Attribute Authority (AA) is regarded as a semi-trusted entity, meaning there is a level of trust placed in its operations. 

However, it is important to acknowledge that the AA can be targeted by adversaries. The AA acts as a key generation 

center, responsible for generating users' secret keys. Additionally, the AA plays a crucial role in authenticating the attributes 

of users before granting them access, ensuring that only authorized individuals are allowed entry. 

3. While accessing and storing encrypted data on a Cloud server system is open to all, the capability to successfully decrypt 

the corresponding ciphertexts is restricted to users who possess attributes that comply with the access policy and are not 

included in the revocation list. It is crucial to acknowledge that the system takes into account the potential for user 

misconduct, as well as collusion among entities within the system or between users, excluding the data owner, in order to 

illicitly obtain unauthorized access to the data. 

4. The owner of the data is a trusted entity prevent malicious entities from detecting individual users. 

5. Ciphertext Policy Attribute based Encryption 

The traditional CP-ABE scheme consists of four algorithms: setup, key generation, encryption, and decryption. However, 

as discussed earlier, existing CP-ABE schemes suffer from privacy leakage and performance issues. In order to address 

these issues, this paper proposes several enhancements to the existing CP-ABE scheme. These enhancements include access 

policy hiding to prevent privacy leakage and OptiSize Text, which aims to optimize the ciphertext size for improved 

efficiency. Figure 4 provides an overview of the proposed algorithm. Section 5.1 focuses on the details of the proposed 

access policy hiding, while Section 5.2 delves into OptiSize and its role in optimizing the ciphertext size. 
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1. 𝑆𝑒𝑡𝑢𝑝  

The Attribute Authority (AA) begins the setup process by executing the setup algorithm with a security parameter of 1λ. 

This algorithm generates a tuple 𝑁 = (p₁p₂p₃p₄;  𝔾; 𝔾T; ℯ) which consists of four prime numbers, p₁, p₂, p₃, p₄. 

Additionally, based on these prime numbers, four distinct ordered subgroups denoted as 𝔾p₁, 𝔾p₂, 𝔾p₃, 𝔾p₄ are 

constructed. Let 𝔾 and 𝔾T; be a cyclic group with order 𝑁. The Attribute Authority then uniformly selects a, α, α1,β ∈R 

ℤN and g,g1 ∈ 𝔾p. Two publics hash functions, 𝐻 and 𝐻1, are set up with 𝐻 mapped the attribute value, AVxto an element 

in ℤN, while 𝐻1 was a pseudo-random function that maps elements in 𝔾 and ℳ to elements in ℳ. The bilinear map  e is 

computed, resulting in the values Y, Public Parameters PK, and Master Key MSK. These values are determined as part of 

the setup process. 

Y = ℯ(g, g1)αα1,  

PK = {N, g, ga, gα1, gβ, Y},  

MSK = {a, α, α1, β, g1}  

 

2. 𝐾𝑒𝑦𝑔𝑒𝑛 (PK, MSK, S) → SK  

 

To maintain the integrity of the file system and prevent unauthorized access, the Attribute Authority (AA) performs 

verification to ensure the legitimacy of users. In order to generate a secret key (SK) that grants access to authorized 

individuals, the AA employs the KeyGen module. This module takes several input parameters, including public 

parametersPK, master key MSK, users’ attributes S = (Bs,  Js). Given Bs represents the attribute name index set and Js 

denotes the attribute value set for the user. The AA executes the KeyGen module as outlined below: 

 

AA chose t ∈ RℤN and R, R1, Ri ∈ R 𝔾p₃ for i ∈ Bs. It computed K1, K2, Ki as 

 

K1 = g1
αg1

dt. R,  

K2 = g1
tα1. R1,  

Ki = (g1
H(Li)g1

β)t. Ri.  

Then, the secret keys associated with attribute set S =  (Bs, Js) were calculated as 

  

                                                              SK = (K1, K2, {Ki}i∈Bs
.  

 

 

3. 𝐴𝑐𝑐𝑒𝑠𝑠 𝑃𝑜𝑙𝑖𝑐𝑦 𝐻𝑖𝑑𝑖𝑛𝑔 

 

The module takes the access structure 𝔸 = ((A, ρ)𝒯)) input from the data owner. The module extracts the location (−𝑥, 

−𝑦) information from the access matrix A of the policy. The (−𝑥, −𝑦) location is then obfuscated or concealed within 

another value before being embedded together with the ciphertext. A comprehensive discussion of this scheme will be 

presented in Section 5.1, providing in-depth insights into its workings and components. 

 

4. 𝑂𝑝𝑡𝑖𝑆𝑖𝑧𝑒 𝑇𝑒𝑥𝑡The  

 

OptiSize module accepts file inputs 𝑚 from the data owner. It analyzes the file contents and scans for any data redundancy 

or inconsistencies. In order to eliminate discrepancies, redundant data within the file is removed and it will produce 𝑚′. 
Section 5.2 will provide a thorough analysis of this scheme, offering a comprehensive exploration of its mechanisms. 

 

5.𝐸𝑛𝑐𝑟𝑦𝑝𝑡 (𝑃𝐾, 𝑀, 𝔸) → 𝐶𝑇 
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In this module, we provide the following inputs: public parameter PK, Message M and access structure 𝔸 = ((A, ρ)𝒯)). 

These inputs are utilized to generate the ciphertext, 𝐶𝑇. The access structure 𝔸 comprises an access matrix A with dimension 

l × n where each row Ax is mapped by ρ to an attribute name index. Additionally,  𝒯 = (tρ(1), tρ(2), tρ(3), … , tρ(l)) ∈

 ℤN
l (tρ(x) ∈ AVρ(x)) represent a set of attribute-value related to the access policy (A, ρ). The encryption algorithm proceeds 

by selecting a random vector V = (s, y2, y3, … , yn) where s, y2, y3, … , yn are chosen randomly from ℤN with s is a shared 

value. For x = 1 to l, it computed λx = Ax × V, where Ax corresponded to the xth row of A and calculated X =
ℰEnc(k, M′), ℱ = H1(k ∥ M′). Additionally, it also randomly took Q0, {Qx}1≤x≤1∈R𝔾p4. Finally, it calculated the entire 

ciphertext components C0, C1{Cx}1≤x≤1 as follows:  

 

C0 = kℯ(g, g1)αα1s,  

C1 = gsα1. Q0,  

Cx = gaλx(gH(tρ(x))gβ)s. Qx.  

𝐷𝑒𝑐𝑟𝑦𝑝𝑡 (𝑃𝐾, 𝑆𝐾, 𝐶𝑇, 𝑆) → 𝑀  

Similar to the approach used by L. Zhang et al. (2019), the decryption algorithm begins by verifying whether the hash value 

of H(Js) = H(tρ(x)). If these value match, the system authorized the Data User (DU) to decrypt the 𝐶𝑇 using following steps: 

E = e(g, g1)αα1s  

k = Co ∕ E  

5.1 Access Policy Hiding (APH) 

 

In existing CP-ABE, the access policy ((A, ρ), 𝒯) is appended to the ciphertext CT then stored into the Cloud storage. 

However, this readable access policy format poses a risk of exposing sensitive user information. To address this concern, 

researchers in Ying et al., (2018) have emphasized the potential attribute leakage caused by the attribute mapping function 

𝝆. Therefore, the APH scheme has been enhanced to mitigate privacy leakage by eliminating the attribute mapping function. 

In this improved scheme, attribute value in access structure 𝔸 = ((A, ρ)𝒯)) is replaced with attribute location in the form 

of (x, y). Additionally, XOR-based logical connectives are employed in the policy hiding strategy to enhance the privacy 

of the access policy. Within the APH scheme, XOR-based logical connection conceals location attributes by transforming 

them into meaningless location values. This approach enhances the robustness of the APH scheme since even if an attacker 

intercepts the access policy, they cannot determine the precise location of the attribute values in the access matrix. 

 

 

5.1.1 𝑃𝑜𝑙𝑖𝑐𝑦 𝐻𝑖𝑑𝑖𝑛𝑔 ((𝐴, 𝜌), 𝒯)  
 
 HVDuring this process, the Policy Hiding algorithm aims to derive the hidden value 𝐻𝑉, which represents the location of 

the encrypted attribute value. The algorithm takes an access policy ((A, ρ), 𝒯) as input. First, it extracts the set of attribute 

values associated with the access policy (𝒯) and determines the exact location (x, y) of each attribute value. These locations 

are then transformed into ciphertext using operations such as ⊕ and ⊙. As a result, the Policy Hiding solution generates 

the output of ciphertext and hidden value (CT, 𝐻𝑉) which is subsequently outsourced to Cloud servers. The algorithm of 

the Policy Hiding process is illustrated in Figure 4. 
 

Algorithm 4.1: Hiding Access Policy 

INPUT       Access policy ((A, ρ), 𝒯) 

OUTPUT      Hidden Access Policy (HV) 
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5.1.2 𝐸𝑥𝑡𝐻𝑖𝑑𝑑𝑒𝑛𝑃𝑜𝑙𝑖𝑐𝑦 𝐶𝑇, 𝐻𝑉)  (𝒯)  

In the decryption process, the hidden value, 𝐻𝑉 retrieved from the Cloud storage is utilized as an input. 𝐻𝑉 is first converted 

into a binary set, and then operations such as ⊕ and ⊙ are applied to obtain the original location of the attribute. The 

details of this process are described in Algorithm 2. 

 

 

Algorithm 2: Extracting Policy Hiding Logical Connective 

INPUT          Hidden Access Policy (HV) 

OUTPUT      Access policy ((A, ρ), 𝒯) 

BEGIN 

1. // 𝐻𝑉 referring to hidden values of access policy 

2. foreach 𝐻𝑉𝑥  , ∀𝑥  =  index of 𝐻𝑉  

3.        Convert hexadecimal 𝐻𝑉𝑥   to binary; store as (𝑋𝑥 , 𝑌𝑥) 

4.        Compute 𝛿 𝑥 =  𝑋𝑥  ⊕  𝑌𝑥 

5.        Compute Ω𝑥 = 𝛿 𝑥  ⊙  𝑌𝑥 

6.        Convert Ω𝑥into Unicode Text 

7. End the process 

 

BEGIN 

1. // Access policy contains all the attribute values chosen by DO 

1.  //𝐴𝑉 referring to Attribute Value 

3. // (𝒯) - attribute value  

4. foreach 𝐴𝑉𝑥 of 𝒯, ∀𝑥  =  index of 𝐴𝑉   

5.     Extract location (𝑋𝑥, 𝑌𝑥)  

6.     //location attribute value in access matrix  

7.     Convert location (𝑋𝑥 , 𝑌𝑥)String to Binary 

8.     Compute 𝛼𝑥 =  𝑋𝑥 ⊕ 𝑌𝑥 

9.     Compute 𝛽𝑥 =  𝛼𝑥 ⊙ 𝑌𝑥 

10.    Convert Binary to Hexadecimal for each 𝛽𝑥 , store as = 𝐻𝑉𝑥 

11.    // 𝐻𝑉𝑥 will be bind with CT 

12. End the process 
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5.2 OptiSiz 

 

Ciphertext-Policy Attribute-Based Encryption (CP-ABE) provides fine-grained access control, yet its scalability is hindered 

by the expanding ciphertext size, which directly correlates with the number of attributes in the access policy. As access 

policies grow, ciphertexts become increasingly large and inefficient, imposing high storage costs and performance 

bottlenecks in cloud environments. Prior research, including work by C. Jin et al. (2016b) and L. Zhang et al. (2019), has 

attempted to mitigate this issue by employing data compression techniques to remove redundant attributes. However, since 

redundancy in access policies is inherently low, these methods yield minimal reductions in ciphertext size. Additionally, 

data inconsistencies in encrypted files further exacerbate storage inefficiencies and increase transmission overhead, limiting 

the practicality of CP-ABE in large-scale applications. 

 

To overcome these limitations, this research introduces OptiSize, an optimization scheme designed to reduce ciphertext 

size while maintaining CP-ABE’s security guarantees. Unlike conventional compression approaches, OptiSize eliminates 

redundant data directly from the encrypted files, thereby reducing overall ciphertext size beyond just access policy 

simplifications. By integrating a dual optimization approach, OptiSize effectively minimizes storage overhead and 

improves transmission efficiency, making encrypted data more manageable in cloud environments. The scheme ensures 

that encrypted files remain lightweight, reducing the computational burden on cloud storage while optimizing data-sharing 

processes. 

 

The key contribution of this work is the development of a lightweight yet effective enhancement to CP-ABE that 

significantly improves its scalability and efficiency. OptiSize reduces ciphertext expansion, lowers cloud storage costs, and 

enhances transmission efficiency without compromising security. By balancing performance optimization and robust 

encryption, this approach addresses a critical gap in CP-ABE research, ensuring practical deployment in real-world cloud 

systems. The proposed solution outperforms existing methods by targeting not only access policy redundancy but also 

structural inefficiencies in encrypted files, making it a transformative advancement in secure cloud-based data sharing.  

 

5.2.1 OptiSize Component 

 

In the OptiSize, each word in a file is treated as a separate block. Each block is compared with the other block to find 

similarities. When this resemblance occurs, it indicates that the file contains repetitive words, which will be removed. There 

are several components in OptiSize as in Figure 5. This component consists of tokenizer, token identifier, filtering and 

concatenate identifier. 

 

 

Figure 5. OptiSize Components 
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- Input File  

 

For process of breaking down a text document into individual words or tokens, an input file must contain only textual data. 

The format of the text document does not necessarily have to be a text file, but it should be a format that can be read and 

processed by proposed technique.  

 

- Tokenization 

 

Tokenization is the process of breaking a piece of text into a series of meaningful blocks or chunks. The main function of 

this component is to identify and separate words in a file using tokens. In this process, each individual word as well as each 

punctuation mark, numbers with decimals or dates in the format of numbers, periods, commas or slashes or any element 

present in the file will be a different token. In the tokenization process, the white space in the text will be used as the word 

"delimiter". In addition, this white space will also be assigned a token and will be used in the formation of the text file 

during the decryption process.  

 

- Token Identifier 

 

After each element in the text file has been tokenized, a process of determining the identifier for each token is performed. 

The identifier for each token will be provided in a sequential manner which refers to the position of each token in the file 

or message. Each token with their respective identifier is sorted lexicographically. Lexicographically means each word 

with index number totally ordered set. Then, the token has been sorted which tokens that have the same word/element are 

gathered with its identifier. 

 

-  Filtering & Concatenate Identifiers 

 

Filtering and concatenate identifiers is the last component in OptiSize Text. In this component, the token together with the 

identifier that were gathered in the preceding component will be filtered. In this filtering process, tokens that have the same 

word will be dropped and only single word tokens are stored. The discarded token's identifier will then be combined with 

the single token that was previously saved. Afterward, OptiSize Text technique will save token and its identifier as a file 

and the file will then go through an encryption process before being saved to the Cloud storage.  

 

5.2.2 OptiSize Construction 

 

In OptiSize scheme, the data owner uploaded a file to be encrypted and stored in cloud storage. Prior to that, the file 

underwent the OptiSize to eliminate extraneous data and reduce the file size. Based on the flowchart as in Figure 6, Data 

Owner submitted a text file to be shared with data users who satisfy the attribute value requirements in the access policy. 

The OptiSize Text is applied to the text file before encryption to remove duplicate data. This procedure is significant as if 

the file size increases, it will have an impact on the ciphertext's size and the efficiency of the CP-ABE scheme. After the 

file has been uploaded, text cleaning is carried out to add a white space before any punctuation or symbols that were 

identified in the text. As a result, in the tokenization proses, any element discovered before white space will be tokenized 

by the tokenizer.  

 

After the completion of the tokenization process, OptiSize performs the process of assigning an identifier to each token. 

When two tokens contain the same word, their identifiers will be concatenated. Therefore, the file containing the identifier 

and single token for same word will be encrypted and stored in the cloud. Meanwhile, when the data user wants to decrypt 

the file, each concatenated identifier is reused to build the original text in the file.  
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Figure 6. OptiSize Text Flowchart 

 

 

The detailed steps of the OptiSize Text algorithm are presented below.  

Algorithm 3: OptiSize Text 

1 Input: file 𝑓𝑖 

2 Output: compressed text file 𝑐𝑓𝑖 

3 //Data Owner load 𝑓𝑖 

4 char sym ={!, @, #, $, %, ^, &, *, (, ), _, -, +, {, }, [, ], ;, 

:, ', ",<, >, /, ?, \, |, `, ~, ., ,} 

5 array token identifier [i] 
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6 foreach 𝑓𝑖  

7  Search sym in 𝑓𝑖 

8  Add whitespace before sym 

9  Read 𝑓𝑖 

10   if 𝑓𝑖≠ eof  

11    Do word tokenize  

12    Assign token identifier [i] 

13   else 

14    foreach token identifier[i], check token 

15     if token ≠  𝑒𝑜𝑓 

16      if token= duplicate 

17       Record duplication token identifier with the 

existing token 

18      else 

19       check duplication token 

20      end if 

21     else  

22      Load the file as compressed text file 𝑐𝑓𝑖 

23     end if 

24    end for 

25   end if 

26 end for 

 

 

6. Experiment Configuration  
 

The experiment is carried out on a machine with 3.40 GHz Intel ® Core ™ i3-4130 CPU, a running speed of 4.0 GB RAM 

on Windows 10 operating system, and an Eclipse IDE for Java developer 2019-03 to analyse the performance of 

construction. Moreover, numerous experiments were performed with the increasing user attributes that vary between 2 and 

14. During the experiment, we first test the performance of the proposed scheme by the time cost. Then, we also analyse 

the performance by evaluating the storage cost. Finally, we analyse the advantages of proposed scheme by comparison with 

other works.   

 

7. Result and Discussion  
 

The Access Policy Hiding (APH) evaluation focuses on two key performance metrics: encryption time and ciphertext size. 

Meanwhile, for OptiSize, the performance metrics studied are ciphertext size and computation cost. To evaluate the 

effectiveness of the proposed scheme, a benchmark was established based on related research conducted by Zhang et al. 

(2019). Zhang's work shares the same objective of ensuring user data and privacy in the Cloud while striving for optimal 

performance. Like our proposed scheme, Zhang's research uses CP-ABE with a hidden policy and implements a Linear 

Secret Sharing Scheme (LSSS) for the access structure. Additionally, both approaches use a single-attribute authority 

architecture. By comparing the performance of the proposed scheme with the benchmark set by Zhang's work, the 

effectiveness and efficiency of APH and OptiSize text can be accurately evaluated. 
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The APH scheme involves the encryption process, which includes both access policy hiding and data encryption. In the 

experiment, a 10KB file size was used as input, with varying numbers of attributes in the access policy. The experiment 

compared the performance of the APH scheme with a Zhang, as shown in Figure 7. 

 

Based on Figure 7, the encryption time in milliseconds (y-axis) against the number of attributes in the access policy (x-

axis). The bar chart demonstrates that the APH scheme achieved lower encryption times compared to the work by L. Zhang 

et al. (2019). For the number of attributes ranging from 2 to 14, the encryption time gradually increased for both schemes. 

However, the APH scheme consistently outperformed the Zhang work, exhibiting an average improvement of 10.6% in 

encryption time. Notably, for the number of attributes 12 to 14, the APH scheme achieved an average decrease in encryption 

time of 35.7% compared to the benchmark work, indicating higher efficiency in terms of encryption time. 

 

 

 
 

Figure 7. Encryption Time 

Figure 8 illustrates the encryption time comparison between the APH scheme and the Zhang for files of different sizes. The 

experiment was conducted using two attributes in the access policy and file sizes ranging from 200Kb to 1000Kb. The 

graph reveals a similar pattern in the encryption time for both schemes. However, the APH scheme demonstrates an average 

improvement of 9.6% in encryption time compared to the benchmark algorithm. Although the improvement percentage 

may not be significant, APH achieves a noteworthy average encryption time advantage over the benchmark work without 

compromising the overall encryption process. 
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Figure 8. Encryption Time for Different Size File 

The graph presented in Figure 9 demonstrates a significant reduction in ciphertext size achieved by the proposed OptiSize 

scheme. An experiment was conducted to compare the ciphertext size between the Zhang and OptiSize scheme. The 

experiment utilized a fixed file size of 3200Kb and varied the number of attributes. According to existing study, the number 

of attributes directly impacts the file size. From the graph, it is evident that the file size increases proportionally with the 

number of attributes. However, the proposed OptiSize scheme solution consistently achieved a smaller ciphertext size 

compared to the Zhang for every number of attributes by demonstrating a 5% reduction in size.  

 
Figure 9. Ciphertext Size 
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The computation cost in this experiment is determined by measuring the time required to execute the OptiSize scheme. The 

computation time includes various detailed processes such as text cleaning, tokenization, assigning identifiers, and filtering 

and concatenating identifiers. The experiment aimed to compare the computation cost between the OptiSize scheme 

approach and the Zhang work. 

 

Figure 10 displays the number of access policy attributes on the x-axis and the computation time on the y-axis. According 

to the graph, as the number of attributes in the access policy increases, the computational cost also increases. However, the 

OptiSize scheme exhibits lower computational cost compared to the benchmark work. This indicates that even with the 

addition of a new phase to the CP-ABE method, the OptiSize scheme offers efficient computation cost. 

 

 

 
 

 

Figure 10. Computational Cost for OptiSize scheme 

8. Conclusion 
 

This study addresses critical challenges in securing confidential data within an untrusted cloud environment by proposing 

a modified Ciphertext-Policy Attribute-Based Encryption (CP-ABE) scheme with fine-grained access control. Existing CP-

ABE implementations suffer from data privacy leakage and expanding ciphertext size, leading to computational 

inefficiencies and security vulnerabilities as the number of attributes in the access policy increases. To mitigate these issues, 

we introduce an enhanced CP-ABE framework that integrates a two-layer policy concealment approach and text size 

optimization to ensure stronger privacy protection, reduced ciphertext expansion, and lower storage overhead. These 

improvements contribute to enhancing data security, optimizing cloud storage utilization, and increasing the feasibility of 

CP-ABE in large-scale environments. 

 

Despite its advancements, the proposed scheme has certain limitations. While ciphertext size reduction and privacy 

enhancements are achieved, the model still incurs communication overhead during data transmission to the cloud, which 

could impact system efficiency in highly dynamic environments. Additionally, the current scheme is designed for static 

access policies, limiting its adaptability in scenarios requiring frequent attribute updates. These constraints highlight the 

need for further refinements to enhance the scalability and real-time efficiency of CP-ABE in practical cloud applications. 
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For future research, we aim to explore strategies for minimizing communication overhead during data transmission and 

enhancing computational efficiency to further reduce processing delays. Additionally, incorporating dynamic attributes 

into CP-ABE will improve real-time adaptability, ensuring that access control mechanisms remain flexible and responsive 

to evolving security requirements. By addressing these challenges, CP-ABE can be further refined to offer a highly efficient, 

scalable, and privacy-preserving encryption framework suitable for real-world cloud environments.  
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